**Тема 12. Эффекты и анимация в jQuery. jQuery UI**

1. **Базовые эффекты.**
2. **Эффекты скольжения.**
3. **Эффекты прозрачности.**
4. **Создание анимации.**
5. **Введение в jQuery UI.**
6. **Виджет button.**
7. **Виджет progressbar.**
8. **Виджет слайдер jQuery.**
9. **Виджет Accordion.**
10. **Виджет Autocomplete.**

Содержание данной темы включает материалы, доступные по адресу https://metanit.com.

1. Базовые эффекты.

К базовым эффектам в jQuery относятся эффекты скрытия и отображения элементов, которые достигаются с помощью методов show(), hide() и toggle(). Например, можно скрывать и отображать элементы по клику по кнопке:

|  |  |
| --- | --- |
|  | <ul>      <li>Java</li>      <li>C/C++</li>      <li>JavaScript</li>  </ul>  <button id="show">Показать</button>  <button id="hide">Скрыть</button>  <script type="text/javascript">  $(function() {      $('button#show').click(function(){          $('ul').show();      });      $('button#hide').click(function(){          $('ul').hide();      });  });  </script> |

Таким образом, при нажатии на кнопку "Показать", будет срабатывать метод $('ul').show(), а при нажатии на кнопку "Скрыть", список будет скрыт с помощью метода $('ul').hide(). Тот же самый эффект можно сделать, использовав в обоих случаях метод toggle, который просто переключает видимость:

|  |  |
| --- | --- |
|  | $(function() {      $('button').click(function(){          $('ul').toggle();      });  }); |

Разберем эти методы подробнее.

**Метод hide**

Метод hide присваивает у элементов свойству стиля display значение none, тем самым делая элемент скрытым. То же самое можно проделать с помощью следующего выражения: css('display', 'none'). Метод hide может принимать следующие формы:

* hide(): метод без параметров;
* hide([duration][, complete]): принимает два необязательных параметра. Параметр duration указывает как долго анимация элемента будет длиться. По умолчанию его значение равно 400 миллисекунд.

Параметр complete представляет функцию, вызываемую методом по завершению анимации

* hide([duration] [, easing][, complete]): то же самое, только добавляется параметр easing, который принимает название функции плавности анимации в виде строки. По умолчанию его значение равно "swing".

Например, можно использовать медленную (hide('slow')) или быструю анимацию (hide('fast')), длительность которых равна соответственно 600 и 200 миллисекунд. Например:

|  |  |
| --- | --- |
|  | $('button#hide').click(function(){          $('ul').hide('slow', function(){              alert('Элемент скрыт');          });      }); |

**Метод show**

Метод show отображает элемент, устанавливая то значение для свойства display, которое было до скрытия. Например, если до скрытия элемента у него был определен стиль display: inline, то и после отображения он будет иметь значение inline. Если же стиль не был определен явно, то он будет иметь значение display: block. Метод show имеет те же самые формы, что и метод hide:

* show();
* show([duration][, complete]);
* show([duration] [, easing][, complete]).

Допустим, что есть блок параграфов на странице. Единожды виден только один. И надо с помощью кнопок переключать параграфы (то есть фактически изменять их видимость):

|  |  |
| --- | --- |
|  | <html>  <head>  <meta charset='utf-8'>  <script src="jquery-1.10.1.min.js"></script>  <style>      #langs p {display:none;}      #langs p.first {display:block;}  </style>  </head>  <body>  <h3>Выбранный язык</h3>  <div id="langs">      <p class='first'>Java</p>      <p>C/C++</p>      <p>PHP</p>      <p class='last'>JavaScript</p>  </div>  <button id="prev">Назад</button>  <button id="next">Вперед</button>  <script type="text/javascript">  $(function() {      let current = $("div#langs p").first();      $('#next').click(function(){           $(current).not('.last').hide("fast", function() {              current = $(current).next('p');              $(current).show("fast");          });      });      $('#prev').click(function(){           $(current).not('.first').hide("fast", function() {              current = $(current).prev('p');              $(current).show("fast");          });      });  });  </script>  </body>  </html> |

Сначала устанавливаем стили, чтобы вначале был видимым только один блок. С помощью выражения let current = $("div#langs p").first(); получаем текущий просматриваемый блок. При загрузке страницы это будет самый первый блок или блок с классом first. И далее, используя селекторы и фильтры, переключаем видимость через методы show и hide и устанавливаем новый текущий просматриваемый блок.

**Метод toggle**

Метод toggle сочетает функционал методов hide и show и, если элемент отображается на странице, то ему присваивается стильdisplay: none. А если элемент скрыт и имеет значение display: none, то он отображается (свойство display получает то значение, которое было до скрытия. Если свойство не было определено явно, то оно будет иметь значение display: block).

Метод toggle имеет те же самые формы, что и метод hide:

* toggle();
* toggle([duration][, complete]);
* toggle([duration] [, easing][, complete]).

1. Эффекты скольжения.

Эффекты скольжения позволяют плавно скрыть или раскрыть элемент. Эффекты скольжения реализованы в виде методов slideUp(), slideDown() и slideToggle().

Если метод slideUp скрывает элемент в направлении вверх, как бы скользя, то метод slideDown плавно раскрывает скрытый элемент в направлении вниз. Метод slideToggle комбинирует действие обоих методов: если элемент скрыт, но раскрывается, если раскрыт – скрывается.

Эти методы имеют одинаковые формы использования:

* slideUp/slideDown/slideToggle(): метод без параметров;
* slideUp/slideDown/slideToggle([duration] [, easing][, complete]). Параметр duration указывает как долго сокрытие элемента будет длиться. По умолчанию его значение равно 400 миллисекунд.

Параметр easing, который принимает название функции плавности анимации в виде строки. По умолчанию его значение равно "swing". Также можно использовать значения 'slow' и 'fast', которые соответствуют длительности эффекта в 600 и 200 миллисекунд.

Параметр complete представляет функцию, вызываемую методом после завершения анимации.

Допустим, есть две кнопки. По нажатию на первую кнопку она будет медленно скрываться, а по нажатию на вторую кнопку скрытая первая кнопка будет раскрываться:

|  |  |
| --- | --- |
|  | <button id="slideUp">Скрыть</button>  <button id="slideDown">Раскрыть</button>  <script type="text/javascript">  $(function() {      $('#slideUp').click(function(){           $(this).slideUp();      });      $('#slideDown').click(function(){           $('#slideUp').slideDown();      });  });  </script> |

Подобным образом можно применить метод slideToggle:

|  |  |
| --- | --- |
|  | $(function() {      $('#slideUp').click(function(){           $(this).slideToggle('slow');      });      $('#slideDown').click(function(){           $('#slideUp').slideToggle(2000);      });  }); |

1. Эффекты прозрачности.

Эффекты прозрачности позволяют, плавно изменяя прозрачность элемента, скрыть его или отобразить. Эффекты прозрачности реализованы с помощью методов fadeOut(), fadeIn(), fadeTo() и fadeToggle().

|  |  |
| --- | --- |
| **Метод** | **Описание** |
| fadeOut | Скрывает элемент, уменьшая его прозрачность |
| fadeIn | Отображает элемент, увеличивая его прозрачность |
| fadeToggle | Сочетает методы fadeOut и fadeIn: если прозрачность равна нулю, то элемент отображается. Если элемент непрозрачен, то он скрывается |
| fadeTo | Изменение прозрачности до указанного уровня |

Методы fadeOut(), fadeIn() и fadeToggle() имеют похожие формы использования:

* fadeOut/fadeIn/fadeToggle(): метод без параметров;
* fadeOut/fadeIn/fadeToggle([duration] [, easing][, complete]). Параметр duration указывает как долго изменение прозрачности элемента будет длиться. По умолчанию его значение равно 400 миллисекунд.

Параметр easing, который принимает название функции плавности анимации в виде строки. По умолчанию его значение равно "swing". Также можно использовать значения 'slow' и 'fast', которые соответствуют длительности эффекта в 600 и 200 миллисекунд.

Параметр complete представляет функцию обратного вызова, вызываемую методом по завершении анимации

Метод fadeTo в отличие от других методов еще принимает и параметр opacity – оно принимает значение, до которого надо изменить прозрачность элемента: fadeTo(duration, opacity [, easing][, complete]). В качестве значение opacity принимается значение от 0 (полностью прозрачный) до 1 (полностью видимый).

Допустим, на странице будет изображение и две кнопки, которые будут изменять прозрачность этого изображения:

|  |  |
| --- | --- |
|  | <img src="ars.jpg" id="ars" /><br>  <button id="fadeIn">Отобразить</button>  <button id="fadeOut">Cкрыть</button>  <script type="text/javascript">  $(function() {      $('#ars').fadeTo(2000,0.6);      $('#fadeIn').click(function(){           $('#ars').fadeIn('slow', function(){alert('Отображено');});      });      $('#fadeOut').click(function(){           $('#ars').fadeOut(2000, function(){alert('Скрыто');});      });  });  </script> |

Обратите внимание, что метод fadeIn увеличивает прозрачность до того значения, которое было до использования метода fadeOut, а не обязательно до 1. То есть в данном случае, поскольку в начале был применен метод fadeTo и прозрачность изменена до 0.6, то и метод fadeIn будет увеличивать прозрачность до 0.6.

1. Создание анимации.

В предыдущих вопросах рассматривались специальные методы, которые управляют высотой элемента, прозрачностью, видимостью. Однако эти методы не покрывают все потребности по созданию эффектов и анимации. Нередко требуются более сложные по характеру анимации. И здесь поможет метод animate().

Метод animate() принимает набор свойств элемента, которые затем изменяются, за счет чего достигается анимация.

Данный метод имеет следующую форму использования: animate(properties [,duration] [,easing] [,complete]).

* обязательный параметр properties содержит набор css-свойств, у которых указываются финальные значения;
* параметр duration указывает, как долго будет длиться изменение прозрачности элемента. По умолчанию его значение равно 400 миллисекунд. Также можно использовать значения 'slow' и 'fast', которые соответствуют длительности эффекта в 600 и 200 миллисекунд;
* параметр easing принимает название функции плавности анимации в виде строки. По умолчанию его значение равно "swing";
* параметр complete представляет функцию обратного вызова, вызываемую методом по завершении анимации.

Используя анимацию, важно иметь в виду, что в данном случае можно использовать только те свойства css, которые принимают числовые значения, например, ширина и высота. Другие же свойства, как, например, цвета фона или шрифта, уже так просто нельзя использовать.

Применим простую анимацию к изображению, изменив ряд его свойств:

|  |  |
| --- | --- |
|  | <img src="ars.jpg" id="ars" /><br>  <button id="anim">Анимация</button>  <script type="text/javascript">  $(function() {      $('#anim').click(function(){           $('#ars').animate({ opacity: 0.25,                  'margin-left': '50',                  height: '200'});      });  });  </script> |

В данном случае изменяют свое значение три свойства: opacity, margin-left и height. Сама анимация представляет переход от начальных значений к значениям, указанным для свойств в методе animate.

В предыдущем примере жестко кодируются финальные значения свойств. Так, левый отступ после анимации будет иметь значение 50. Если надо, чтобы движение постоянно продолжалось при нажатии на кнопку, то в этом случае можно использовать относительные значения:

|  |  |
| --- | --- |
|  | $('#ars').animate({              'margin-left': '+=50',              width: '-=10',              height: '-=10'}, 1000);      }); |

Кроме указания относительных значений здесь также использовано время анимации - 1000 миллисекунд.

Чтобы выполнить более детальную настройку анимации можем использовать еще одну форму метода animate: animate(properties, options).

Здесь используется новый параметр – options. В этом параметре можно указать ряд конфигурационных параметров, которые будут использоваться при анимации. Этот параметр принимает следующие опции:

* duration: продолжительность анимации. По умолчанию равна 400 миллисекунд;
* easing: название функции плавности анимации. По умолчанию значение 'swing';
* queue: булевое значение, указывающее, нужно ли поместить анимацию в очередь эффектов. По умолчанию имеет значение true, что значит, что анимация помещается в очередь. Если же присвоить значение false, то анимация будет выполняться немедленно;
* specialEasing: объект javascript, который сопоставляет анимируемые свойства с функциями плавности;
* step: функция, вызываемая для каждого анимируемого свойства каждого участвующего в анимации элемента;
* progress: функция, вызываемая на каждом этапе анимации по одному разу для каждого элемента вне зависимости от количества анимируемых свойств;
* complete: функция вызываемая после завершения анимации;
* done: функция, вызываемая при завершении анимации;
* fail: функция, вызываемая при ошибке в процессе анимации, если анимация не сможет завершится нормальным путем;
* always: функция, вызываемая после завершения анимации вне зависимости, завершится анимация обычным путем или с ошибкой.

Конечно, все опции разом необязательно определять и можно остановиться лишь на нескольких. Например, применим ряд из этих опций:

|  |  |
| --- | --- |
|  | $('#ars').animate({          'margin-left': '+=50',          width: '-=10',          height: '-=10'          },{          duration: 1000,          step: function(now, fx) {              let data = fx.elem.id + ' ' + fx.prop + ': ' + now;              $('body').append('<div>' + data + '</div>');          },          complete: function() {              alert('Анимация завершена');          }  }); |

Здесь использовались три опции: продолжительность анимации и функции по шаговой обработки и завершения.

Весь процесс анимации разбивается на ряд мелких этапов, которые выполняются в течение определенного времени (в данном случае 1000 миллисекунд). На каждом этапе и вызывается функция пошаговой обработки (step: function(now, fx)), причем для каждого анимируемого элемента анимируемого свойства. Она принимает два параметра: now и fx. Now показывает текущее значение на данном этапе анимируемого свойства, а fx содержит данные о анимируемом объекте. Как в данном случае, получаем анимируемое свойство (fx.prop) и анимируемый элемент (fx.elem). И затем эти данные можно использовать по своему усмотрению.

1. Введение в jQuery UI.

Фреймворк jQuery позволяет не только управлять элементами DOM, отправлять запросы AJAX, но представляет неплохой инструмент для построения пользовательского интерфейса с помощью виджетов. Для работы с интерфейсом предназначена специальная библиотека jQuery UI.

Библиотека jQuery UI загружается отдельно от основной библиотеки jQuery: ее можно найти по адресу <https://jqueryui.com/download/>. По этому адресу внизу страницы располагается список тем библиотеки. Темы влияют на оформление применяемых компонентов. Но в начале работы выбор темы не столь важен, поэтому можно оставить стандартную тему UI lightness. Также на странице загрузок можно детализировать загрузку – что будет входить в загружаемый пакет, но можно оставить все установки по умолчанию и внизу страницы нажать кнопку Download для загрузки.

Также можно использовать сети CDN, поскольку библиотека довольно популярная, то она есть во многих CDN.

При распаковке пакета, в нем будут несколько папок и файлов в состав которых включены все опции, что были выбраны на странице загрузки jQueryUI. А также файл index.html, содержащий примеры использования виджетов и логики из библиотеки jQueryUI. Если открыть данный файл в текстовом редакторе, то увидим, что он ссылается на выбранную нами тему, библиотеку jQuery и библиотеку jQuery UI. В начале файла будет подключен файл стилей jquery-ui:

|  |  |
| --- | --- |
|  | <link href="jquery-ui.css" rel="stylesheet"> |

А ближе к концу файла будет поключена библиотека jQuery и библиотека jQuery UI:

|  |  |
| --- | --- |
|  | <script src="external/jquery/jquery.js"></script>  <script src="jquery-ui.js"></script> |

Как правило, чтобы воспользоваться возможностями jquery, нужно будет подключить эти три файла на нашу html-страницу. Их можно подключать как и из пакета, скачанного с официального сайта, так и из сетей CDN.

Чтобы подключить библиотеку из загруженного пакета, надо в распакованном пакете создать следующую страницу html:

|  |  |
| --- | --- |
|  | <html>      <head>          <link rel="stylesheet" type="text/css" href="jquery-ui.css">          <script src="external/jquery/jquery.js"></script>          <script src="jquery-ui.js"></script>      </head>      <body>       <p><a>Hello</a></p>       <script type="text/javascript">       $(function(){          $('a').button().click(function(){alert('Hello jQuery UI');});       });       </script>      </body>  </html> |

Здесь просто стандартный элемент ссылки заменяется на виджет button, и к нему добавляется обработчик нажатия. Сначала обязательно подключается основная библиотека jQuery, поскольку jQuery UI от нее зависит. Можно загрузить из CDN.

1. Виджет button.

Виджет button создает кнопку и применяется к одиночным элементам. Например:

|  |  |
| --- | --- |
|  | <html>      <head>          <meta charset='utf-8'>          <link rel="stylesheet" type="text/css" href="jquery-ui-1.10.3.custom.min.css">          <script src="jquery-2.0.2.min.js"></script>          <script src="jquery-ui-1.10.3.custom.min.js"></script>      </head>      <body>          <h4>Блок ссылок</h4>          <p><a class="a\_jqui" href="[https://google.com](https://google.com/)">Ссылка 1</a></p>          <p><a href="[https://google.com](https://google.com/)">Ссылка 2</a></p>            <h4>Блок кнопок</h4>          <p><button class="button\_jqui">Кнопка 1</button></p>          <p><button>Кнопка 2</button></p>           <script type="text/javascript">           $(function(){                $('.a\_jqui').button().click(function(e){                  e.preventDefault();                  alert('Виджет button');              });              $('.button\_jqui').button();           });           </script>      </body>  </html> |

В итоге после действия виджета button первая ссылка получит следующую разметку:

|  |  |
| --- | --- |
|  | <a aria-disabled="false" role="button" class="a\_jqui ui-button ui-widget ui-state-default ui-corner-all ui-button-text-only"  href="[https://google.com](https://google.com/)"><span class="ui-button-text">Ссылка 1</span></a> |

В итоге визуально это будет выглядеть так:

![](data:image/png;base64,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)

В зависимости от выбранной темы подключаемых стилей jquery-ui внешний вид создаваемых кнопок может немного отличаться, однако можно настроить стиль самостоятельно. Например, на приведенном выше изображении видно, что кнопки слишком большие, и можно сделать их меньше, установив свойства у класса ui-button:

|  |  |
| --- | --- |
|  | <style>      .ui-button {font-size: 13px;}  </style> |

Можно управлять виджетом button через ряд методов:

* button("disable"): делает кнопку недоступной

|  |  |
| --- | --- |
|  | $(function(){        $('.a\_jqui').button().click(function(e){          e.preventDefault();          $('.button\_jqui').button('disable');      });      $('.button\_jqui').button();  }); |

Обратите внимание, что если ранее не был применен к элементам виджет button, то нельзя будет использовать его методы.

* button("enable"): делает кнопку доступной для взаимодействия;
* button("destroy"): удаляет функциональность виджета button у элемента;
* button("widget"): возвращает объект jQuery, представляющий виджет (let widget = $(".button\_jqui").button("widget"););
* button("refresh"): обновляет визуальное состояние элемента;
* button("option"): позволяет получить или установить значения свойств кнопки:

|  |  |
| --- | --- |
|  | <p><button class="get\_option">Получить значение</button></p>  <p><button class="set\_option">Установить значение</button></p>    <script type="text/javascript">  $(function(){        $('button.get\_option').button().click(function(){          // получаем значение          let isDisabled=$('button.get\_option').button('option', 'disabled');          console.log(isDisabled);      });      $('button.set\_option').button().click(function(){          // устанавливаем значение          $('button.set\_option').button('option', 'disabled', true);      });  });  </script> |

Для получения значения в качестве второго параметра после "option" передается название свойства, которое надо получить. А для установки добавляется третий параметр, который указывает на новое значение свойства, переданного во втором параметре.

Кроме методов у виджета button определено также несколько свойств.

* Свойство disabled. Выше уже использовалось это свойство для отключения кнопки. Но кроме того, можно использовать следующий синтаксис для его установки: $('button.get\_option').button({disabled:true}).
* Свойство label: это свойство устанавливает надпись кнопки. ($('button.get\_option').button({label:'Кнопка 1'})). Если в разметке html кнопки задано изначальная надпись, то установка свойства label заменяет ее.
* Свойство icons устанавливает иконку на кнопке. Весь список возможных иконок можно найти на офсайте по адресу<https://api.jqueryui.com/theming/icons/>. В загружаемом пакете с jquery-ui эти иконки находятся в папке css/images.

|  |  |
| --- | --- |
|  | <button class="help">Помощь</button>  <script type="text/javascript">  $(function(){      $('button.help').button({icons: { secondary: "ui-icon-help" }});  });  </script> |

В данном случае устанавливается иконка после текста кнопки:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAAzCAIAAAAmZ9CaAAAAAXNSR0IArs4c6QAABGNJREFUeF7tmt9v01YUx2+apq1TacShCgr0p2mHtjoVooinPbAhVYw+gIC/AE3VhMQeq/EXQHma9jCJFsTD3qZSHpCQELRD4g0RhBqXh5Imhf5U29lmbeJ0dZIdO1kTjTq1LznQhGv54Tr9nq/P+fj42q6uS9P+IWxDI1CD5syMDQKML24fML6MLy4BXHfWv4wvLgFcd9a/jC8uAVx31r+MLy4BXHdXie/jra2t5eWFZDKp6zpuFnvYvba21uv1HjhwsK6ujiJNS74ANxZ73dTUxPO8x+OhsK6OEOCgKMra2pogdFFwsOQ7NzcL1y0QCFQHpg+sYmVlRdO05uY2pz6Wz7dEIuH3+53aVaseUGxsbFBUZ8k3nU7D1EPhWJUhgAKAUJTG3s8ooDkIYXwdwKKQMr4U0ByEML4OYFFIGV8KaA5CLN9/p6Yme3p67DnJg8PR0f9J/c3jFw922IuvCNXk5GR3t00ghYLK17+dnbGBE+YeuloJ783JO92JX7/I7fr8U6RrXD6+SAmi2WbX57a9N8f6kc6Dz1ddPDv8TDD3wXi+ivgL6ewLrVBSPCpMyPnD9/XmLzk9BArD0ogKQ21k9JkwumhYFgnsY2r86W/YuYG39kMolMh8ofI/5snxEMwb48e9o49yaEhcTUaeL0zk89VGwjKRU3lSO+kpCrMTkkmp2nArKN2HvrGjp9CU4gv/lrS3ZTJw5kxmW2x+SKbh8PXMXxHCfd/qgXFL6z6RJO/PrOv6+rTRrPIvYRjrenT+GhzKiailPp0lJJs17bPG0LDW9e2zwBB+jTyP5O4S4fGavbT1HFzXftF9+vddQyjgQghu/84qcFM3HPaZufm4LwmRlE1CNqMyEf2cFFfjRLv1UoExIakZlVjobZUm9n41fenYw16OxGI/z9oKyYk85+676vc5CHAixeXbzufBGSmp2jQhIl9vDrgzJ4Pn5aWbT5ZvyPyVow0wn0ZVsrPeST0dbT6RkOl3RZO7dXj9ZRl2PLi79K/L7kZcZg0F+X9HQjsvEu3BmxT8afaNKhGuv93repeSDDH/Yy83FlPE3uB3PGdCSe2sdxXZF5+o6JyFn03zIz6vndw3f/PDbkcJGidXuaDF7V/iC947xUvhV123w31h7cKpr3/wkYm4ApOG4CMdR4MXCDQvR3wNR4ypI7WjPpfstgl0+tDdcNftV0PGrL3Y9ye4FQRd4woRhOvtdDTKH1Xq+00Uoav28pa6NSZd5w9Hv+U/QpaSJH3S77ePUGIFnqJU/4ZCoQqsCCvlSCTC+hcLLrVvqeebzQfrZyKjQ4z8/kCXVBVFWfKtqamBpRVVVOkHlQJfz263m8Ki1PqSxsZGtr4kxxTWl8CCkJYWx+/Vlv0bCARXV1fB93NefAZkoXyAACgASDn717TeWlpagOtGt7SCIps9GALTAtzH5V/ftwdLrcSU2PsD7lVjfBlfXAK47qx/GV9cArjurH8ZX1wCuO6sfxlfXAK47v8CtD5h8Snq4/IAAAAASUVORK5CYII=)

* Если надо установить иконку перед текстом, то используется опция primary: $('button.help').button({icons: { primary: "ui-icon-help" }});. Также при желании можно задать иконки до и после текста, использовав сразу две опции.
* Свойство showLabel указывает, должна ли отображаться надпись на кнопке.$('button.get\_option').button({showLabel:false}) – в данном случае, если для кнопки установлено свойство icons, то есть заданы иконки, то надпись не будет отображаться, а будет отображаться заданная иконка. Если свойство icons не указано, то свойство showLabel игнорируется.

Если виджет button позволяет создать кнопку из одного элемента, то buttonset применяется для создания группы кнопок. Например, можно создать группу флажков (checkbox) или переключателей (radiobutton). При этом buttonset применяется не к самим кнопкам, а к их контейнерам:

|  |  |
| --- | --- |
|  | <div id="langs">      <input type="radio" id="java" name="lang" checked><label for="java">Java</label>      <input type="radio" id="csharp" name="lang"><label for="csharp">C#</label>      <input type="radio" id="php" name="lang"><label for="php">PHP</label></p>  </div>  <script type="text/javascript">  $(function(){        $('#langs').buttonset();  });  </script> |

Аналогично можно установить виджет и для группы флажков.

1. Виджет progressbar.

Виджет progressbar используется для создания индикатора процесса. Он сообщает пользователю о ходе выполнения какой-нибудь задачи. Например:

|  |  |
| --- | --- |
|  | <div id="progress"></div>  <script type="text/javascript">  $(function(){        $('#progress').progressbar();  });  </script> |

Виджет обладает несколькими свойствами, которые помогают выполнить его настройку:

* value: текущее значение прогрессбара. Например: $('#progress').progressbar({value:33}). По умолчанию значение свойства равно 0 и не может быть выше значения свойства max. Также может принимать булевое значение: если имеет значение false, то прогрессбар имеет неопределенную шкалу значений.
* disabled: отключает прогрессбар, если установлено значение true ($('#progress').progressbar({disabled:true, value:25})). По умолчанию имеет значение false.
* max: указывает максимальное значение прогрессбара. Например, $('#progress').progressbar({max:200}). По умолчанию имеет значение 100.

Прогрессбар имеет следующие методы:

* progressbar("disable"): делает прогрессбар недоступным: $("#progress").progressbar("disable");
* progressbar("enable"): делает прогрессбар доступным для взаимодействия;
* progressbar("destroy"): удаляет функциональность виджета progressbar у элемента;
* progressbar("widget"): возвращает объект jQuery, представляющий виджет (let widget = $("#progress").progressbar("widget"););
* progressbar("option"): позволяет получить или установить значения свойств прогрессбара:

|  |  |
| --- | --- |
|  | <div id="progress"></div>  <p><button id="getVal">Получить значение</button></p>  <p><input type="text" id="val" /> <button id="setVal">Установить значение</button></p>  <script type="text/javascript">  $(function(){        $('#progress').progressbar({value:25});      $('#getVal').button().click(function(){          // получаем значение          let val=$('#progress').progressbar('option', 'value');          alert("Значение индикатора: "+val);      });      $('#setVal').button().click(function(){          // устанавливаем значение          let val = parseInt($('#val').val());          if(val>100 || val<0){              alert('Введено недопустимое значение');          }          else{              $('#progress').progressbar('option', 'value', val);          }      });  });  </script> |

С помощью первой кнопки получаем значение, передавая в качестве второго параметра после "option" название свойства, которое надо получить. А с помощью второй кнопки у свойства прогрессбара устанавливается значение, введенное в текстовое поле – его передаем в качестве третьего параметра метода.

Дополнительно виджет реализует метод progressbar("value"), который возвращает значение свойства value. Передавая в качестве второго параметра числовое значение, мы можем установить значение индикатора: $('#progress').progressbar('value', 35).

Для прогрессбара определены три события:

* change(event, ui): возникает при изменении значения прогрессбара, например:

|  |  |
| --- | --- |
|  | $('#progress').progressbar({value:25, change: function(event, ui){              console.log('value has changed');          }      }); |

* complete(event, ui): возникает, когда значение прогрессбара будет равно max. Например:

|  |  |
| --- | --- |
|  | $('#progress').progressbar({complete: function(event, ui){              console.log('value is equal to maximum');          }      }); |

* create(event, ui): возникает при создании виджета

1. Виджет слайдер jQuery.

Виджет slider создает функциональность ползунка:

|  |  |
| --- | --- |
|  | <div id="slider"></div>  <script type="text/javascript">  $(function(){        $('#slider').slider();  });  </script> |

Используя классы, создаваемые виджетом, можно настроить его стилизацию. При применении виджета к элементу добавляется класс ui-slider. Настроим стилизацию этого класса:

|  |  |
| --- | --- |
|  | <html>  <head>  <link rel="stylesheet" type="text/css" href="jquery-ui-1.10.3.custom.min.css"></style>  <script src="jquery-2.0.2.min.js"></script>  <script src="jquery-ui-1.10.3.custom.min.js"></script>  <style>  .ui-slider {      background: #FF9999;      margin: 10%;      width: 200px;  }  </style>  </head>  <body>  <div id="slider"></div>  <script type="text/javascript">  $(function(){        $('#slider').slider();  });  </script>  </body>  </html> |

Используя следующие свойства слайдера, можно выполнить более точную его настройку:

* aimate: устанавливает скорость анимации. Можно передать в качестве значения названия скоростей, например, "fast" (быстрая анимация) и "slow" (медленная анимация).($('#slider').slider({ animate: 'slow' })). Также можно задать числовое значение, указывающее продолжительность анимации в миллисекундах ($('#slider').slider({ animate: 900 }));
* disabled: при установке значения true делает слайдер недоступным;
* max: максимальное значение слайдера, по умолчанию равно 100;
* min: минимальное значение слайдера, по умолчанию равно 0;
* orientation: ориентация слайдера, может быть горизонтальной (значение по умолчанию – "horizontal"), так и вертикальной ("vertical"). Например: $('#slider').slider({orientation:'vertical'});
* range: указывает, будет ли стилизоваться та часть ползунка, которая была пройдена бегунком. Может принимать булевое значение. Если имеет значение true, то прошедшая часть слайдера стилизуется. По умолчанию имеет значение false, поэтому никакой стилизации не происходит. Также может иметь строковые значения min и max. Если равно min, то стилизация, то есть окрашивание будет производиться сначала отсчетов слайдера, если max – то с конца: $('#slider').slider({range: 'max' });
* step: шаг приращения бегунка слайдера, по умолчанию равен 1;
* value: определяет значение бегунка слайдера;
* values: с помощью этого свойства можно задать у слайдера сразу несколько бегунков: $('#slider').slider({values: [ 10, 25, 50]}).

Слайдер обладает следующими методами:

* slider("disable"): делает слайдер недоступным: $("#slider").slider("disable");
* slider("enable"): делает слайдер доступным для взаимодействия;
* slider("destroy"): удаляет функциональность виджета slider у элемента;
* slider("widget"): возвращает объект jQuery, представляющий виджет (let widget = $("#slider").slider("widget"););
* slider("option"): позволяет получить или установить значения свойств слайдера. Например, установим и получим значение свойства value:

|  |  |
| --- | --- |
|  | $('#slider').slider();  // установка  $('#slider').slider('option', 'value', 30);  // получение значения  let val=$('#slider').slider('option', 'value');  console.log(val); |

* slider("value"): возвращает или устанавливает значение свойства value. Например, получим значение$('#slider').slider('value');. А передавая в качестве второго параметра числовое значение, можно установить значение бегунка: $('#slider').slider('value', 44);

Поскольку у слайдера может быть несколько бегунков, то у метода slider('value') есть аналог, помогающий получить или установить сразу несколько значений - для каждого бегунка. Например, получим все значения:

|  |  |
| --- | --- |
|  | // создание виджета  $('#slider').slider({values: [10,80]});  // установка значений  $('#slider').slider('values', [30,60]);  // получение значений  let vals=$('#slider').slider('values');  console.log(vals); |

Слайдер обладает несколькими событиями, которые помогают отслеживать его изменения:

* change(event, ui): событие возникает, когда пользователь двигает бегунок слайдера, а также когда значение свойстваvalue изменяется программным способом;
* create(event, ui): возникает при создании виджета;
* slide(event, ui): возникает при перемещении мыши вдоль полосы слайдера;
* start(event, ui): событие возникает, когда пользователь начинает перемещать бегунок слайдера;
* stop(event, ui): событие возникает, когда пользователь завершает перемещать бегунок слайдера.

Применим события слайдера:

|  |  |
| --- | --- |
|  | <h3>Слайдер</h3>  <div id="slider"></div> <br />  Текущее значение слайдера: <span id="sliderValue"></span>  <script type="text/javascript">  $(function(){        $('#slider').slider({          change: function (event, ui){              let val = $('#slider').slider('value');              $('#sliderValue').html(val);          },          start: function(event, ui){              console.log('Начало движения слайдера');          },          slide: function(event, ui){              console.log('Перемещение слайдера');          },          stop: function(event, ui){              console.log('Завершение движения слайдера');          }      });  });  </script> |

1. Виджет Accordion.

Виджет accordion используется для создания аккордеонов:

|  |  |
| --- | --- |
|  | <h3>Языки программирования</h3>  <div id="accordion">  <h3>Java</h3>  <div>Описание языка Java</div>  <h3>JavaScript</h3>  <div>Описание языка JavaScript</div>  <h3>C#</h3>  <div>Описание языка C#</div>  </div>    <script type="text/javascript">  $(function(){        $('#accordion').accordion();  });  </script> |

Можно выполнить настройку стилей, применив их к классу ui-accordion. Аккордеон структурно подразделяется на заголовок и основную часть. И кроме стилей аккордеона в целом, также можно настроить по отдельности стили заголовка, применив их к классу ui-accordion-header, и стили основной части - их применяют к классу ui-accordion-content:

|  |  |
| --- | --- |
|  | <html>  <head>  <meta charset='utf-8'>  <link rel="stylesheet" type="text/css" href="jquery-ui-1.10.3.custom.min.css"></style>  <script src="jquery-2.0.2.min.js"></script>  <script src="jquery-ui-1.10.3.custom.min.js"></script>  <style>      .ui-accordion {font-size: 12px;}      .ui-accordion-header {font-size: 13px;}      .ui-accordion-content {font-style: italic;}  </style>  </head>  <body>  <h3>Языки программирования</h3>  <div id="accordion">  <h3>Java</h3>  <div>Описание языка Java</div>  <h3>JavaScript</h3>  <div>Описание языка JavaScript</div>  <h3>C#</h3>  <div>Описание языка C#</div>  </div>  <script type="text/javascript">  $(function(){        $('#accordion').accordion();  });  </script>  </body>  </html> |

Аккордеоны в jquery ui имеет следующие свойства:

* collapsible: при установке этого свойства в true при нажатии на заголовок можно скрывать содержимое блока ($('#accordion').accordion({collapsible:false});). По умолчанию имеет значение false, поэтому скрыть один блок можно только нажав на заголовок другого блока.
* active: указывает, какой блок в текущий момент является активным. Например, $('#accordion').accordion({active:2}); – здесь при создании виджета будет раскрыта третья вкладка, так как нумерация начинается с 0. По умолчанию активной является первая вкладка.
* animate: данное свойство указывает, будет ли виджет анимироваться, а если будет, то как. Данное свойство может принимать ряд значений.

Если свойство имеет значение false, то анимация отключается. Это проявляется в мгновенном открытии новых блоков, а при true подобное открытие происходит плавно.

Также данное свойство может иметь числовое значение, которое устанавливает время анимации в миллисекундах. Значение может представлять строковое название функции плавности анимации, например, linear, swing, easeInCubic и другие функции. Например: $('#accordion').accordion({animate:'easeInCubic'}).

Можно установить в качестве значения объект, включающий как название функции плавности, так и длительность анимации в миллисекундах: $('#accordion').accordion({animate: {easing:'easeInCubic', duration: 800}});.

* disabled: при установке у свойства значения true отключает виджет. По умолчанию имеет значение false.
* event: данное свойство в качестве значения принимает событие, при возникновении которого будет происходить переключение блоков в аккордеоне: $('#accordion').accordion({event:'mouseover'}) – здесь переключение блоков будет осуществляться при наведении мыши (событие mouseover) на заголовок блока. По умолчанию переключение происходит по событию click.
* icons: используя это свойство, можно задать иконку, отображаемую рядом с заголовком блока. По умолчанию это свойство имеет значение {"header": "ui-icon-triangle-1-e", "activeHeader": "ui-icon-triangle-1-s"} – в данном случае опция ui-icon-triangle-1-e указывает иконку для всех заголовков блоков, а опция activeHeader – для активных.

Можно переопределить иконку: $('#accordion').accordion({icons: {"header": "ui-icon-plus", "activeHeader": "ui-icon-minus"}}). Полный список используемых иконок можно найти по адресу <https://api.jqueryui.com/theming/icons/>

Виджет аккордеон имеет следующие методы:

* accordion("disable"): делает аккордеон недоступным ($("#accordion").accordion("disable");)
* accordion("enable"): делает аккордеон доступным для взаимодействия;
* accordion("destroy"): удаляет функциональность аккордеона у элемента;
* accordion("widget"): возвращает объект jQuery, представляющий виджет (let widget = $("#accordion").accordion("widget"););
* accordion("option"): позволяет получить или установить значения свойств аккордеона. Например, установим и получим значение свойства collapsible:

|  |  |
| --- | --- |
|  | $('#accordion').accordion();  // установка  $('#accordion').accordion('option', 'collapsible', true);  // получение значения  let isCollapsible=$('#accordion').accordion('option', 'collapsible');  console.log(isCollapsible); |

Аккордеоны имеют следующие события:

* activate(event, ui): событие возникает после выбора блока в аккордеоне, то есть его активации.

Если параметр event содержит объект события, то параметр ui представляет объект, который содержит информацию об активированном блоке, а также о том блоке, который до этого был активным. Этот параметр имеет следующие свойства:

* newHeader: заголовок блока, который активирован;
* oldHeader: заголовок блока, который до этого был активным;
* newPanel: панель блока, который активирован;
* oldPanel: панель блока, который был активным до выбора текущего активного блока.

Например, получим заголовки текущего активного блока и блока, который ранее был активным:

|  |  |
| --- | --- |
|  | $('#accordion').accordion({      activate: function( event, ui ) {            console.log("Была активной панель: " + $(ui.oldHeader).text());          console.log("Стала активной панель: " + $(ui.newHeader).text());      }  }); |

* create(event, ui): возникает при создании виджета;
* beforeActivate(event, ui): возникает непосредственно перед активацией блока аккордеона.

1. Виджет Autocomplete.

Виджет autocomplete предназначен для создания специальных полей ввода с функцией автозаполнения:

|  |  |
| --- | --- |
|  | <html>  <head>  <meta charset='utf-8'>  <link rel="stylesheet" type="text/css" href="jquery-ui-1.10.3.custom.min.css"></style>  <script src="jquery-2.0.2.min.js"></script>  <script src="jquery-ui-1.10.3.custom.min.js"></script>  </head>  <body>  <input type="text" id="lang" />    <script type="text/javascript">  $(function(){        let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;      $('input#lang').autocomplete({          source: langs      });    });  </script>  </body>  </html> |

В качестве источника автозаполнения указываем какой-нибудь массив и потом применяем виджет.

В предыдущем примере источник для списка автозаполнения задавался локально. Однако можно также динамически подключаться к какому-нибудь скрипту на сервере, который бы возвращал список вариантов для автозаполнения. В данном случае это будет скрипт php. Пусть он выглядит следующим образом:

|  |  |
| --- | --- |
|  | <?php      $filter = $\_GET['filter'];        $results = array('Java', 'JavaScript', 'VisualBasic', 'Pascal');      $output='[';      foreach ($results as $key => $value) {          if(substr\_count($value, $filter)>0){              $output .= '{ "label" : "' . $value . '", "value" : "' . $value . '"},';          }      }      // обрезаем последнюю запятую и закрываем кавычки      $output = substr($output,0,-1) . ']';      echo $output;  ?> |

Выходная переменная $output содержит весь список в формате json. По сути каждый элемент списка – это объект, у которого определены два свойства: label (отображаемая метка) и value (само значение). В данном случае оба свойства по значению совпадают. На стороне клиента код получения данных мог бы выглядеть следующим образом:

|  |  |
| --- | --- |
|  | $('input#lang').autocomplete({ source: function(request,response) {        $.getJSON('json.php', { filter : $('input#lang').val() }, function(data){            let suggestions = []; // массив для хранения результатов          $.each(data, function(key, val) {                    suggestions.push(val.value); // добавляем все элементы              });              response(suggestions);          });      }  }); |

Таким образом, динамически получаем введенные в поле ввода символы и передаем их в запросе на сервер. На сервере эти символы используются в качестве фильтра, а в ответ клиенту возвращается набор отфильтрованных записей.

При применении виджета к элементу input к данному элементу добавляется класс ui-autocomplete-input. А область списка автозаполения представляет собой список ul:

|  |  |
| --- | --- |
|  | <ul style="display: none; top: 30px; left: 8px; width: 143px;" tabindex="0" id="ui-id-1"  class="ui-autocomplete ui-front ui-menu ui-widget ui-widget-content ui-corner-all">  <li role="presentation" class="ui-menu-item"><a tabindex="-1" class="ui-corner-all" id="ui-id-9">Java</a></li>  <li role="presentation" class="ui-menu-item"><a tabindex="-1" class="ui-corner-all" id="ui-id-10">JavaScript</a></li>  </ul> |

Изменив стили соответствующих классов, можно настроить отображение списка:

|  |  |
| --- | --- |
|  | <style>      li.ui-menu-item {          font-size: 12px;          font-faminy: Verdana;      }  </style>  </head>  <body>  <input type="text" id="lang" />    <script type="text/javascript">  $(function(){        let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;      $('input#lang').autocomplete({          source: langs      });  });  </script>  </body> |

Виджет имеет следующие свойства:

* appendTo: указывает, какой элемент будет включать список для автозаполенния:

|  |  |
| --- | --- |
|  | <input type="text" id="lang" />  <div id="langsList"></div>  <script type="text/javascript">  $(function(){        let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;      $('input#lang').autocomplete({ appendTo: "#langsList", source: langs });  });  </script> |

* autoFocus: при установке данного свойства в true выделяется первый элемент списка автозаполнения. По умолчанию свойство имеет значение false.
* delay: указывает в миллисекундах время задержки до показа списка автозаполенния ($('#langs').autocomplete({ delay: 500 });). По умолчанию данное свойство равно 300.
* disabled: при установке у свойства значения true отключает виджет. По умолчанию имеет значение false.
* minLength: указывает на минимальное количество символов, которое должен ввести пользователь, чтобы отобразился список автозаполнения: $('#langs').autocomplete({ minLength: 0 });. По умолчанию данное свойство имеет значение 1.
* position: используя данное свойство, можно задать положение списка на странице. Объект, с помощью которого можно задать положение, использует ряд опций, список которых можно найти на странице <https://api.jqueryui.com/position/>. По умолчанию свойство имеет значение { my: "left top", at: "left bottom", collision: "none" }. Опция my указывает на позицию элемента списка автозаполнения, относительно которой идет выравнивание с элементом ввода. То есть left top выравнивает относительно левого верхнего угла. Опция at указывает уже позицию элемента ввода, относительно которой будет выравниваться список автозаполнения. Опция collision дополнительно настраивает отображение списка.

Можно изменить начальные параметры, например, $('input#lang').autocomplete({ position: { my : "right top", at: "right bottom", collision: 'fit' }, source: langs }).

* source: задает источник для автозаполнения. Это может быть массив, который можно задать в качестве внешнего массива или прямо при свойстве: $('input#lang').autocomplete({ source: ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"]}).

Виджет autocomplete имеет следующие методы:

* autocomplete("close"): закрывает список ($("#lang").autocomplete("close"););
* autocomplete("disable"): отключает виджет;
* autocomplete("enable"): подключает виджет автозаполнения;
* autocomplete("destroy"): удаляет функциональность автозаполнения у элемента;
* autocomplete("widget"): возвращает объект jQuery, представляющий виджет (let widget = $("#lang").autocomplete("widget"););
* autocomplete("option"): позволяет получить или установить значения свойств виджета. Например, установим и получим значение свойства collapsible:

|  |  |
| --- | --- |
|  | let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;  $('input#lang').autocomplete({ source: langs});  $('input#lang').autocomplete( "option", { autoFocus: true } ); |

* autocomplete("search", "value"): производит поиск по списку так с учетом значения value. Например, метод $("#lang").autocomplete("search", "i"); будет эквивалентен действию ввода символа "i" в текстовое поле. И затем буду отображены все элементы списка, в которых присутствует символ "i".

С помощью обработки следующих событий виджета можно произвести определенные действия в ответ на действия пользователя:

* change(event, ui): событие возникает после изменения выбранного элемента.

Параметр event содержит объект события, а параметр ui представляет объект, который содержит информацию о выбранном элементе:

|  |  |
| --- | --- |
|  | let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;  $('input#lang').autocomplete({ source: langs});  $('input#lang').autocomplete({      change: function( event, ui ) {          console.log(ui.item.value);      }  }); |

Используя свойство ui.item, получаем выбранный элемент. Элемент определен в виде объекта {label, value}, поэому, чтобы получить значение выбранного элемента, используем свойство value.

* close(event, ui): возникает при закрытии списка автозаполнения;
* create(event, ui): возникает при создании виджета;
* focus(event, ui): возникает при передаче фокуса элементу;
* open(event, ui): возникает при открытии или отображении списка автозаполнения;
* response(event, ui): возникает после завершения поиска, но перед тем, как список результатов автозаполнения появится на экране. Чтобы получить все результаты списка, надо использовать объект ui.content, который представляет массив:

|  |  |
| --- | --- |
|  | let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;  $('input#lang').autocomplete({ source: langs});  $('input#lang').autocomplete({      response: function( event, ui ) {          for ( let i = 0; i<ui.content.length; i++ ) {                console.log(ui.content[i].value);          }      }  }); |

* search(event, ui): возникает перед выполнением поиска;
* select(event, ui): возникает при выборе элемента из списка:

|  |  |
| --- | --- |
|  | let langs = ["Java", "JavaScript", "VisualBasic", "PHP", "Pascal"] ;  $('input#lang').autocomplete({ source: langs});  $('input#lang').autocomplete({      select: function( event, ui ) {            console.log(ui.item.value);      }  }); |